![](data:image/jpeg;base64,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)

**King Abdulaziz University**  
**Faculty of Computing and Information Technology**  
**Semester: Spring 2021**

|  |  |
| --- | --- |
| **Course Code: CPCS 203** | **Course Name: Programming II** |

**Assignment #1 (Saudi Arabia Water Resource Usage App)**

|  |  |
| --- | --- |
| **Assigned Date** | **09/02/2021** |
| **Delivery Date and Time** | **27/02/2021 @ 11:00 PM** |

**WARNING**:

* This program must ONLY be submitted on the Blackboard!
* This project worth 10% of the overall module marks (100%).
* NO assignment will be accepted after 11:59 pm for any reasons.
* Student can submit their assignments between 11 and 11:59 PM but in this case it will be consider as late submission, and they will lose 2 points from the total mark of the assignment.
* For discussion schedule, check the teacher name, date and time on the blackboard. **Further information is provided in the course syllabus.**

**Objectives:**

* Learn how to use and implement multidimensional array.
* Performing procedure on array elements.
* Learn to use and implement String, File I/O (Reading/Writing from/to files).

**Description**

According to reports, the water usage rate of Saudi Arabia is twice the world average. To deal with this alarming situation, the Department of Statistics has collected the total water usage data from various cities in different regions for the recent years along with the population details during these years. You are required to develop an application that can use this data as input and provide insight details of the water usage from different perspective such as the per year percentage increase or decrease in water usage over time in a specific city, the per capita water usage, the lowest and highest water usage cities etc. All this information will be helpful to help in reducing the water usage per capita.

Table 1 shows the data of regions, cities, population and the annual total water usage in cubic meter (cb.m).

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Region | City | Year | Population | Water Usage cb.m |
| Riyadh | Ar-Riyad | 2018 | 5516374 | 635495744 |
| 2019 | 4503744 | 638347384 |
| 2020 | 4564633 | 650736422 |
| Al-Kharj | 2018 | 415865 | 43593433 |
| 2019 | 418636 | 42957485 |
| 2020 | 425330 | 44326383 |
| Ad-Dawadmi | 2018 | 263847 | 28453343 |
| 2019 | 269038 | 29504583 |
| 2020 | 271947 | 30129347 |
| Makkah | Makkah-al-Mukarramah | 2018 | 2119393 | 533563432 |
| 2019 | 2124848 | 545564533 |
| 2020 | 2042047 | 535765756 |
| Jeddah | 2018 | 3516374 | 345675764 |
| 2019 | 3503744 | 356006874 |
| 2020 | 3564633 | 335834763 |
| Taif | 2018 | 527834 | 21565633 |
| 2019 | 525437 | 22300454 |
| 2020 | 543823 | 22506565 |
| Qassim | Buraidah | 2020 | 419383 | 23594575 |
| Unaizah | 2020 | 119383 | 9557786 |

Table 1 Water Usage Data

Year [3][عدد المدن ع حسب المنطقة خلاص سويتها ][عدد السنوات ع حسب المدينة لسى]

From the given Table 1, you need to make different arrays to store all the data used in the program. For example, you need a one-dimension array to store region. Each region contains one or more cities, so you need a two-dimension array to store the city. Similarly, each city has records of several previous years. The program stores the year, population, and water usage in different column. Therefore, you need 3 three-dimension arrays: (first one to store the year, second one to store the population, and third one to store the water usage).

**Basic Requirements**

* The program must read the data from a text file called “input.txt” that follows a specific pattern. If the file doesn’t exist, print a message to let the user know what happened. – see **Input File Pattern** section for more details.
* The program must generate a text file as the output called “output.txt” that contains the results of the commands written in the input file – see **Output File Pattern** section for more details.
* The program must load and deal with data dynamically. This means you should never write the data as hard codes. You should use loops to deal with the arrays.
* The program must follow the format of the output file as possible.

**Input File Pattern**

The input file called ‘input.txt’ is attached with this document. The pattern, which the input file follows, is explained in the following input file example:

3 //The first line in the input file: the number of the region stored in this file. In other words, the size of region array.

3 3 2 //The second line in the input file: the number of cities in each region. It is separated with a space. Ex: the first region has 3 cities, the second region has 3 cities, and the third region type has 2 cities.

In other words,

cities[0] = new String[3];

cities[1] = new String[3];

cities[2] = new String[2];

**add\_regions Riyadh Makkah Qassim** //The add\_regions command registers the names of the region. It takes a list of the region names separated by a space. Ex:

regions[0] = “Riyadh”;

regions[1] = “Makkah”;

regions[2] = “Qassim”;

**add\_cities Riyadh Ar-Riyad Al-Kharj Ad-Dawadmi** //The add\_cities command is used to registers the names of the cities. It takes the name of the region as the first argument, and then the list of the city names separated by a space. “Riyadh” region has three cities, so three names are defined (Ar-Riyad, Al-Kharj, Ad-Dawadmi). Note: you have to find the index of the region and the index of the city to set the names.

**add\_cities Makkah Makkah-al-Mukarramah Jeddah Taif** // “Makkah” region has three cities, so three names are defined in the command (Makkah-al-Mukarramah, Jeddah, Taif).

**add\_cities Qassim Buraidah Unaizah** // “Qassim” region has two cities, so two names are defined in the command (Buraidah, Unaizah).

**add\_populations Riyadh Ar-Riyad 3** //”add\_populations” command registers the population details of the city for a region. It takes the name of the region as the first argument, the name of the city as the second argument, the number of the years as the third argument. All these arguments are separated by a space. This command is the followed by list of details including year, population, and Water usage - all separated by a space.

Ex: For “Riyadh” region and “Ar-Riyad” city, there are 3 records containing the year, population and water usage. As mentioned earlier, you need 3 three-dimension arrays; the first one to store the year as a string, the second one to store the population as an int, and the third one to store water usage as long.

2018 5516374 635495744

2019 4503744 638347384

2020 4564633 650736422

**add\_populations Riyadh Al-Kharj 3** //In the “Riyadh” region and “Al-Kharj” city, 3 years of record is available, and the information is listed below.

2018 415865 43593433

2019 418636 42957485

2020 425330 44326383

**add\_populations Riyadh Ad-Dawadmi 3** //In the “Riyadh” region and “Ad-Dawadmi” city, 3 years of record is available, and the information is listed below.

2018 263847 28453343

2019 269038 29504583

2020 271947 30129347

**add\_populations Makkah Makkah-al-Mukarramah 3** //In the “Makkah” region and “Makkah-al-Mukarramah” city, 3 years of record is available, and the information is listed below.

2018 2119393 533563432

2019 2124848 545564533

2020 2042047 535765756

**add\_populations Makkah Jeddah 3** //In the “Makkah” region and “Jeddah” city, 3 years of record is available, and the information is listed below.

2018 3516374 345675764

2019 3503744 356006874

2020 3564633 335834763

**add\_populations Makkah Taif 3** //In the “Makkah” region and “Taif” city, 3 years of record is available, and the information is listed below.

2018 527834 21565633

2019 525437 22300454

2020 543823 22506565

**add\_populations Qassim Buraidah 1** //In the “Qassim” region and “Buraidah” city, only 1 year of record is available, and the information is listed below.

2020 419383 23594575

**add\_populations Qassim Unaizah 1** //In the “Qassim” region and “Unaizah” city, only 1 year of record is available, and the information is listed below.

2020 119383 3989786

**print\_result Riyadh Ar-Riyad** //”print\_result” is a command that prints details about the per capita water usage and the change in percentage with respect to the previous year. It takes the name of the region as the first argument, the name of the city as the second argument. All these arguments are separated with a space. Ex: prints the details of the city “Ar-Riyad” in the “Riyadh” region.

**Hints:**

* Percentage change of per capita = [(This Year – Last Year) / Last Year] x 100
* Do not calculate percentage change for the first year of available record and simply print “NA” (for Not Applicable)
* Per capita daily usage (liters) = Total water usage in liters/ (total population x 365)
* 1 cb.m = 1000 liters

**print\_result Riyadh Al-Kharj** //Prints the details of the “Al-Kharj” city in the “Riyadh” region.

**print\_result Riyadh Ad-Dawadmi** //Prints the details of the “Al-Dawadmi” city in the “Riyadh” region.

**print\_result Makkah Makkah-al-Mukarramah** //Prints the details of the “Makkah-al-Mukarramah” city in the “Makkah” region.

**print\_result Makkah Jeddah** //Prints the details of the “Jeddah” city in the “Makkah” region.

**print\_result Makkah Taif** //Prints the details of the “Taif” city in the “Makkah” region.

**print\_result Qassim Buraidah** //Prints the details of the “Buraidah” city in the “Qassim” region.

**print\_result Qassim Unaizah** //Prints the details of the “Unaizah” city in the “Qassim” region.

**find\_lowest\_usage** // “find\_lowest\_usage” is a command that finds and prints the record of lowest per capita water usage.

**find\_highest\_usage** // “find\_highest\_usage” is a command that finds and prints the record of highest per capita water usage.

**about\_developer** // "about\_developer” is a command that prints the information about the programmer who created this program (Your information).

**exit** //” exit” is a command that ends the program. After this command, the output file called “output.txt” must be generated in the same directory of the program. Also, the date and time of the generation should be printed in the output file.

|  |
| --- |
|  |

Figure 1. Input file (input.txt)

**Output File Pattern**

The output file should include all the results of the commands that have been read from the input file “input.txt”. The format of the output file is provided as separate file “output.txt”.

**Commands You Have to Implement**

As you see in the input and output files, there are some commands that you have to implement:

|  |  |
| --- | --- |
| Command #1 | |
| **Command** | **add\_ regions** |
| **Description** | It registers the names of the region. It takes a list of the region names separated by a space. |
| **Example** | add\_regions Riyadh Makkah Qassim |
| **Output of the Example** | [Command] add\_regions  + Riyadh + Makkah + Qassim |

|  |  |
| --- | --- |
| Command #2 | |
| **Command** | **add\_cities** |
| **Description** | It registers the names of the cities. It takes the name of the region as the first argument, and then the list of the cities separated by a space. |
| **Example** | add\_cities Riyadh Ar-Riyad Al-Kharj Ad-Dawadmi |
| **Output of the Example** | [Command] add\_cities  -> City: Riyadh  + Ar-Riyad + Al-Kharj + Ad-Dawadmi |

|  |  |
| --- | --- |
| Command #3 | |
| **Command** | **add\_populations** |
| **Description** | It registers the year, population, and water usage details of the city. It takes the name of the region as the first argument, the name of the city as the second argument, the number of year as the third argument. All these arguments are separated with a space. Then it lists the year, population and water usage separated with a space. |
| **Example** | add\_populations Riyadh Ar-Riyad 3  2018 5516374 635495744  2019 4503744 638347384  2020 4564633 650736422 |
| **Output of the Example** |  |

|  |  |
| --- | --- |
| Command #4 | |
| **Command** | **print\_result** |
| **Description** | It prints details about the year, population, annual water usage, per capita daily usage and change (in percentage) of the specific city in a region. It takes the name of the region as the first argument, the name of the city as the second argument. All these arguments are separated with a space. |
| **Example** | print\_result Riyadh Ar-Riyad |
| **Output of the Example** |  |

|  |  |
| --- | --- |
| Command #5 | |
| **Command** | **find\_lowest\_usage** |
| **Description** | It is a command that finds and prints the lowest water usage per capita record. |
| **Example** | find\_lowest\_mileage |
| **Output of the Example** |  |

|  |  |
| --- | --- |
| Command #6 | |
| **Command** | **find\_highest\_usage** |
| **Description** | It is a command that finds and prints the highest water usage per capita record. |
| **Example** | find\_highest\_mileage |
| **Output of the Example** |  |

|  |  |
| --- | --- |
| Command #7 | |
| **Command** | **about\_developer** |
| **Description** | It prints the information about the developer of the guide (student info). |
| **Example** | about\_developer |
| **Output of the Example** | - Command: about\_developer  -> Developed By: Ali Alqahtai  -> University ID: 2004832  -> Section: DA |

|  |  |
| --- | --- |
| Command #8 | |
| **Command** | **exit** |
| **Description** | It ends the program. After this command, the output file called “output.txt” must be generated in the same directory of the program. Also, the date and time of the generation should be printed in the output file. |
| **Example** | exit |
| **Output of the Example** | Thank You! :)  Report generated on Sun Feb 07 17:18:32 AST 2021 |

**Deliverable**

You have to submit only the java file of your code. The file and the class names should be “**Project\_1\_YourFirstName\_YourLastName\_YourID**”. Where “YourFirstName“ is your first name, “YourLastName“ is your last name, “YourID“ is your type ID.

**NOTE:** your name, ID, and section number must be included as comments in the file!

**Output Format**

Your program must generate output in a similar format to the given sample output file [output.txt].

**Good Luck and Start Early!**